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1. Introduction

The motivation behind Socala is to simplify the process of finding common times with friends and
discovering new events in your area. Socala is an Android app that seeks to be the primary way that
users plan events socially. Socala’s goals are to enable users to discover events in their area and to
provide an easy way for groups of users to plan events at mutually agreeable times. The app will have
the ability to sync with existing calendar platforms starting with Gmail. Another feature we have is the
ability to add friends and view their calendars. A friend can also set which events are visible to others.

2. Glossary

Friend: Someone has given you access to their calendar.

Event Visibility: Setting for visibility of an event.



Hidden - The event is not shown to other people. To others it will appear as if the user is free
during that time period.

Partial - Time blocked off by event is shown to friend, but not details.
Friends - Friends can see all the details of an event.

Location - People in the nearby area can see all details about an event.

Nearby Area: 20 mile radius around the current location of the user. This means that the nearby area
is not necessarily static.

OAuth Token: A token provided from a service provider (in this case Google+) to allow third parties to
access a user’s data. With the token, we can view and change a user’s calendar and events. An
oauth token is received after the user accepts our application’s request to get access to their
data.

EAB: Floating Action Button. A button which appears near the bottom of the screen and is not docked.
Usually allows adding or editing something.

3. User Requirements Definition

3.1 Functional Requirements

1.
2.
3.

9.

A user is able to login using Google+ and give our app permission to view calendar.

A user must have a Google+ account.

The system will only handle one of the user’s Google calendars. Multiple calendars per user
are not supported.

A user is able to find and add friends using email address. Users are able to enter an email
address, and the system returns the corresponding user or a user-not-found error.

A user is able to find upcoming events in his or her area. The app shows the user all publicly
broadcast events within a 20-mile radius of the user.

To use location features, the user must have GPS enabled on their phone. This is necessary to
establish the user’s 20-mile-radius nearby area so that upcoming local events can be
suggested.

A user is able to create events.

A calendar event can be set to different visibility levels: Location, Friend, Partial, Hidden.
These visibility levels are defined above.

The system given a gmail oauth token can scrape calendar events.

10. The system must be able to sync calendars within 10 minutes of a change.

3.2 Non-Functional Requirements

1.
2.
3.

The system must be able to run on devices with at least Lollipop.
The system must use strive to drain the battery as little as possible.
GPS — location data will be used to recommend local events



4. Data connectivity — used to sync with gmail and fetch info from other user’s calendars.

4. System Architecture

The system will be composed of four activities, three fragments, two popups, a navbar, a

database, a server and a service. The five activities include Login, Main, Common Times Calendar, and
Event Details. The two popups are the Add Friend Popup and Calendar Options popup. The three
fragments are Common Times Finder, Calendar, and Friends List. The navbar shows the different
fragments and allows a user to switch between them. The Server runs a REST API which allows the
android app to request resources from the database. The sync service is used to observe updates
from a user’s base calendar implementation (in our case Google Calendar).

4.1 Login Activity

The login screen is the first screen a user sees if they have not already signed into an account. On
this screen a user is presented with a google+ button that takes them through the Google+ login
activity. Once completed, the user is shown to the Calendar activity, which is our main activity.

Enter username
and password

Validate login info
with server

Go to calendar
activity

Main Activity

The main activity consists of the navbar, the android toolbar and a fragment manager. The
fragment manager displays the currently selected fragment from the navbar. When the user
finishes logging in they see the Main Activity with the Calendar Fragment active.

4.2 Calendar Fragment

The calendar fragment is the first fragment the user sees after logging in. In this fragment, the
user is able to view their calendar and see upcoming events. On the top toolbar, there will be a
gear icon which will start up the Calendar Options Popup. On this popup, a user is able to
customize what is being displayed in the calendar fragment. In addition to the Calendar Options
Popup, the calendar fragment will have a floating plus button in the bottom right which will allow
a user to quickly open up the Create/Edit Event activity. If a user clicks on an event the user will be
directed to the Create/Edit Event Activity with the event info filled in.
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4.3 Event Details Activity
Either the Common Times Calendar Activity or the Calendar Fragment will lead to here. If the user
clicked an existing event, the fields in this activity are filled with the info from the event. If the
existing event is associated with the current user, the fields can be changed and the form can be
saved. Otherwise, the form is read-only since the event doesn’t belong to them. However, if the
event is set to accept RSVPs then the user can rsvp to the event. RSVPing an event adders the user
to the event as an attendee. Next if the event belongs to the current user, then the event can be

edited and saved.
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4.4 Common Time Finder Fragment

The Common Time Finder Fragment contains a form and a submit button. The form includes fields
for specifying which users to add, how long the event will run and time constraints. A user can be
selected from the friends list dropdown or an email can be typed manually. An error will occur if
the email supplied is not a user of Calendar. Once submit is clicked, the query will be executed
and the user will be returned to the calendar activity with the relevant information being

presented.
Input friends, ) 4
constraints Press submit Query Execute

4.5 Friend List Fragment

The friend list fragment lists all friends of a user by their name (pulled from gmail info) or their
email if no name is present. The user is able to delete a friend on this activity. The floating plus
button on the bottom right will be displayed on this activity. The two options Add Friend and Add

Event will be displayed.
’ View friend ;
Select friend—7—— details Delet Delete Friend
~_

Create Event

Returned to
calendar activity

List all current
friends

Go to Create/Edit
Activity
|

Search

View Search
Results

Add Friend

4.6 Add friend popup

The add friend popup will display a field to enter an email address. If the email entered is
associated with a user who is registered to our service, the friend will be added to a user’s friend



list. Otherwise an error message is displayed.

Verifcation Failed add to friend's list
.—enter an emaﬂ#l\dd Verify Email & ceass
Cancel =©

4.7 Calendar options popup

The calendar options popup will display whether or not to show upcoming events from either
friends or people nearby. In the calendar options, a user can also set which calendar to display.
The user could choose between showing only their own calendar or adding in other friend’s
calendars. Another feature of the calendar options popup is to set how to display the calendar.
The user can choose between a month, week and day view.

The calendar options popup will allow users to configure the current calendar activity. The first
setting is checkbox which lets a user specify whether or not to display events in the nearby area.
The next is a dropdown with checkboxes at each element which lets users select which friend’s
calendars to show. Each element in the dropdown shows the friend’s real name or email if a name
is not available. Next there is a dropdown to select how to format the calendar view. The settings
for this are month, day, and week.

Update Calendar

Input Options View

4.8 Common Time Calendar Activity

The common time calendar is similar to the calendar fragment except the calendar options and
FAB are not present. When a user clicks an empty slot. They are brought to the event details
activity to create a new event. Time slots which conflict with existing events are marked off as
busy so the user can not select that time frame for the event they wish to create.

4.9 Navbar

The navbar will be used to switch between the fragments. This includes Calendar Fragment,
Friend List Fragment, and the Common Time Finder Fragment


https://www.lucidchart.com/documents/edit/85d5e155-7f68-494c-87e9-5533dc3e90cd/0?callback=close&v=594&s=612

4.10 Server
The server is a REST APl which can be used by the mobile app to query the database.

4.11 NoSQL Database
The database will cache event information and store user info. The dataService class will interact
with this database.

4.12 Sync Service

The sync service is used to keep our custom events consistent with the lower level google
calendar events. This will use the Google Calendar APl which allows subscribing to changes
instead of having to poll every so often.

5. System Requirements Specification

Below are the models for our app. These models will be stored in a database which will be
retrieved by the Server for use in the android app when requested through the REST API.

5.1 User Class

The User class contains information on an individual user, including their personal information
and OAuth token. The user also has a list of friends (other instances of the User class) and a
calendar (an instance of the Calendar class).

5.2 Calendar Class

The Calendar class represents the calendar that belongs to some user (an instance of the User
class). The calendar contains a list of events (instances of the Event class).

5.3 Event Class

The Event class represents an event that users may place on their calendars. It contains a
beginning and end time as well as identifying information (a name, a location, an image, and a
description). It also contains a list of calendars (instances of the Calendar class) that have chosen
to list the event, along with that calendar’s chosen privacy level (whether its participation is visible
to all, visible only to friends, visible only as an unmarked block of busy time, or visible to no one).

10



6. Sequence Diagrams

6.1 Signln

User

enter email and password

Click Sign In Button

] signin()

I

I

I

|

I

|

J B I
onSigninClick() |
I

I

I

|

I

I
getUser()

Alternative I

[call successful]

I

I

I

I

onSuccess() |
setUser(user)

|

I

updateUl()

onFailure()

! showSignInErrorToast()

11


https://www.lucidchart.com/documents/edit/be335503-73bb-4ac1-8f7e-3170d5afb947/0?callback=close&v=365&s=612

6.2

User

Add Friend

click FAB

—~—

enter email

click addFriend button

onClickFAB()

I
I
I
I
|
|

showAddFriendDialog() |

onAddFriendClick()

|

|

|

I
addFriemi(email)

Alternative

[AddSuccessful]

[Else]

|

I

getUser() |
—————— i |
4 User |
: addFriend(user) :

I |

I I

refreshFriendListView() | |

I

I
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User

Add/Edit event

Fillin fields

|

|

|
L

click save

populateFields()

anSaveClick()
validateFields()

Alternative

[validationSuccessful]

saveChanges() |

updateEvent()

Alternative

[ ful]

[Else]

displayValidationErrorToast()

13


https://www.lucidchart.com/documents/edit/2de64949-9f35-4ca0-bf1b-0e613fb0ff17/0?callback=close&v=1484&s=612

6.4

Find Common Time

User

fill in fields

add user to list

clickCompute()

| addUserToListView()

onClickCompute()
validateFields()

[Alternative |

[validationSucessful]

I
I
I
I
I
I
I
I
I
I
I
I
:
I
I
I
I

getCommonTimes(options)

Call<Calendar>
Alternative) I ]
[successful] |
instantiateCommun'ﬁmeAl:‘.tivity()
I
L e L - - - - — — _
[Else]

displayValidationErrorToast()
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7. System Architecture

7.1

User

Use Case Diagram

Calendar System

Add/Edit‘Remove Event

Add/Remove
Friend

Update Calendar
Settings

Find Common
Times

15
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7.2 Database Models

User

+ username: String
+ oAuthToken: String
+ id: String

+ email: String

+ calendar: Calendar
+ friends: User[]

Calendar

“' +id; String

+ events: Event[]

GoogleCalendar

+ googleCalendarld: String

—

Event

+ String id
+ privacylLevel: PrivacylLevel
+ rsvpable: boolean

<<enum>>
PrivacylLevel

Hidden,
Partial,
Friend,
Lacation

GoogleEvent

+ googleEventld: String

This class diagram represents our database models. These models showcase what will be
stored in the database. The front-end models look very similar except for the events. An event
can be implemented as a googleEvent; however, the front-end will not be aware of the
underlying implementation. The back-end will fetch the relevant properties from the Google
Calendar Event and insert it into the Event object to be then passed to the front-end.

16
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7.3

Front-End Models

User

+ username: String
+ oAuthToken: String
+ id: String

+ email: String

+ calendar: Calendar
+ friends: User(]

Event

Calendar

e

+ id: String
+ events: Event]
+ timeZone: TimeZone

The front-end model is very similar to the back-end models. However, the difference is that the
relevant properties from the underlying client implementation (Google Calendar in this case) are

+ id: String
+ privacyLevel: PrivacylLevel

+ rsvpable: boolean

+ attendees: userld[]
+ start: DateTime
+ end: DateTime
+ summary: String

+ recurrence: String[]

+ recurringEventld: String

+ location: String

<<enum>>
PrivacyLevel

Hidden,
Partial,
Friend,
Location

extracted and put onto these models. This allows the front-end to work without knowledge of which

underlying calendar client implementation is being used.

17
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7.4

SigninActivity extends
<<AppCompatActivity>>

-GoogleAPIClient: GoogleAPIClient

- appContext: AppContext
- service: ISocalaService

extonds

- drawerlayout: drawer
- drawerToggle: ActionBarDrawerToggle
-navView: NavigationView
“twolbar: Toolbar

- handleSigninResult{result) B e
+ onSigninClick(}
- signin{) - setupDrawerContent{navView)
- signOut() - selupDrawerToggle(): ActionBarDrawerToggle
-revokeAccess() + selectDraweritemfitem)
- showPragressDialog() + onOptionsiemSelected(item)
- updateUl{sighedin)

Android App Activity and Fragments Diagram

FriendListFragment extends <<Fragment>>

- fab: FloatngAction Button

! CommenTimeFinderFragment extends - istview: ListView
<<F Lalesd
v CalendarFragment extends A s ancabesc)
EventDetailsActivity extends: “chigmenc:> - usersListView: Listiew + ohRemoveFiendClicked()
<<AppCompatActivity>> + onAddFriendClicked()
- weekView: WeekView + refreshFriendListview]
- editable: boolean -calendarOptions: CalendarOptions . shawkriendAddDisiog)
- event: event - fab: FloatingActionButton : - shawFriendDetadsDialog()
- digplayCalendars: Calendat]] mlr_:h‘:t‘m? W;':[‘JO - addFriend()
+ onSaveClick(}  verityEmail): User - removeFriend()
+ displayValidationErrorToast(message) + onFabClick() - validateFields(): hoakean - showFailedToAddToast()
+ displaySaveFailure Toast{) + onEventCliek() + OnAGAClicky - showFalledToRemoveToast()
.\r:l\dmeF:::sF():':on\ean + onEmptySiotClick) + oncomputeclick()
ot ot

ges) + showOptionsDialog() P
- fetchCalendars() .
- updateDisplay() '
- startEventDetailsActivity(} :
- changeCalenderView() £
'
ViewTypes| 4

instartistes
r. Month, '
CalendarOptions Day, i

Week
- mCalendars: String]
-mViewType: ViewType
1
+getUser(): User H
+ selUser(): User i’

CommonTimeOptions
CommonTimeCalendarActivity extends.
<<AppCompatActivity>> + StartDate: Date
‘q::"::’ + EndDate: Date
© weekView: weekView + StantTime: String
+ EndTime: String
+ upﬂml}lsl‘)lm(} it + updateDisplay( +userlds]): String
+ onEmplySlotClic) lotCll
+ onEventClick) * anEmptyShtClick(

+ onEventClick()

[ L4

Above is the main class diagram for our android app. The SignInActivity uses the Google API
to handle sign in and retrieving a user’s oauth token. The mainActivity has a fragmentManager
which allows swapping out the current fragment being displayed. All communication between
the fragments happens through the mainActivity. Fragments which need to do special work
that is independent from the other fragments spawn activities to do these tasks. For example,

the Calendar Fragment spawns an Event Details Activity to view/create/update properties on
an event.
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7.5 App Services and Contexts Diagram

<<interface>>
ISocalaService

+ addUser(user): Call<User>

+ removeUser(token, userld): Call<Boolean>
+ getUser(token): Call<User>

+ updateUser(token, userld, User): Call<User>

AppContext SocalaClient + addEvent(token, event): Call<Event>
- currentUser: User + removeEventt(token, eventld): Call<Boclean>
40 + updateEvent(token, event): Call<Event>
+ getUser(): User - - - + getCalendar(token, userld): Call<Calendar>
+ setUser(): User + getClient(): ISocalaService + getCalendars(token userlds):

Call<List<Calendar>>
+ rsvp(token, eventld, eventUserld):

Call<Boolean>

+ unrsvp(token, eventld, eventUserld):
Call<Boolean>

+ getCommonTimes(token, userld, options):

CallxCalendar>

+ addFriend(token, email): Call<User>

+ removeFriend(token, friendld): Call<Boolean>

AppContext is a singleton used to keep the user data consistent between activities and
fragments. The signinActivity sets the user on the appContext after handling the sign in flow.
After the signin flow, it is guaranteed that a user is present on the instance. The I1SocalaService
is the interface used to talk with our backend REST API. Every function described in this
service returns an object wrapped in a Call class. Call is a class that has onSuccess and
onFailure handlers. The SocalaClient is a class with a static function getClient that creates an
instance of ISocalaService and returns it. This is done using the popular Retrofit library that
converts interfaces into working HttpClients.

7.6 Socala REST API Endpoints

Add User:
POST /user/
Body: User
Response: User

Get User:
GET /user/
Headers:
Authorization: OAuthToken
Response: User

Delete User:
DELETE /user/{id}
Headers:
Authorization: OAuthToken
Response: Boolean

19
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Update User:
PUT /user/{id}
Headers:
Authorization: OAuthToken
Body: User
Response: Boolean

Add Event
POST /event/
Headers:
Authorization: OAuthToken
Body: Event
Response: Event

Update Event
Put /event/{id}
Headers:
Authorization: OAuthToken
Body: Event
Response: Event

Delete Event
DELETE /event/{id}
Headers:
Authorization: OAuthToken
Response: Boolean

Get Calendar
GET /calendar/{userld}
Headers:
Authorization: OAuthToken
Response: Calendar

Get Calendars
POST /calendars/
Headers:
Authorization: OAuthToken
Body: userld[]
Response: Calendar

RSVP
GET /user/{id}/rsvp/{event|d}
Headers:

Authorization: OAuthToken
Response: Boolean

20



UNRSVP
GET /user/{id}/unrsvp/{eventid}
Headers:

Authorization: OAuthToken
Response: Boolean

Get Common Time
GET /events/commonTimes
Headers:

Authorization: OAuthToken
Body: CommonTimeFinderOptions
Response: Calendar

Add Friend
GET /user/friend/add?email
Headers:

Authorization: OAuthToken
Response: User

Remove Friend
GET /user/friend/remove?email
Headers:

Authorization: OAuthToken
Response: Boolean
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